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Abstract 

This document describes a proposed research project to upgrade the current DeepJava language 
definition by implementing fixes, adding new language features and making improvements to 

the typechecker. 
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Project Proposal 

1.1 Objective 

The aim of the project is to upgrade the current DeepJava language definition. This includes 
implementing fixes to its handling of inheritance and polymorphism; adding new language 
features; and making improvements to the typechecker. 

1.2 Working Title 

“Upgrading the DeepJava Language Definition” 

1.3 Background 

Many problem domains span multiple model levels. Traditional OO languages, however, are 
limited to just two: those of an Object and its Class. Because of this mismatch developers must 
use workarounds which introduce accidental complexity [1] to the model. DeepJava (DJ) [2] is a 
conservative extension to the Java language which adds support for multi-level programming, 
thus enabling a direct mapping from model to implementation.  
 
As soon as a model has more than two levels the question arises – “what are the elements in the 
middle levels?” In DJ, middle level elements, called clabjects [3], have both a type-facet for the 
level below and an instance-facet of the level above. Top and bottom level elements may also be 
thought of as clabjects, only without instance and type facets respectively. 
 
In traditional two-level models a class constrains the attributes and behavior of its instances one 
model level below. DJ takes this concept further with a mechanism called Deep Instantiation, in 
which a clabject may declare the ‘potency’ of parts of its class facet. In this way it can constrain 
not just its immediate instances, but instances several model levels below.  
 
Additionally the DJ runtime supports dynamic type creation without compromising static 
typing. And DJ offers an alternative approach to genericity, using meta-types instead of upper 
bounds. 
 
The current DJ language implementation it built upon the Polyglot compiler [4], with runtime 
definition and manipulation of Java classes enabled by Javassist [5]. The implementation suffers 
from several limitations: inheritance is not supported beyond a single level; substitutability 
doesn’t always work as expected; and type-checking needs improvement in some areas (for 
instance, ‘final’ declarations are not enforced and usage checking is dynamic only). There is also 
scope to add language improvements such as constructors with potency, and to make syntax 
changes to improve program readability. Also, much can be done to assist further development: 
the code base is sparsely documented and unit tests are minimal. 
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The final result of this project will be an upgraded version of the DJ language definition which 
will facilitate further research on this novel language design. 

1.4 Resources 

Required resources are minimal: 

• A computer with Java, Polyglot and Javassist installed. 

• Access to the DJ source repository on Elvis. 

1.5 Method and Plans 

I plan to: 

• Read the DJ literature. 

• Understand the current DJ language definition. 

• Document my understanding in the code base (add JavaDoc). 

• Identify shortcomings of the current language definition; both those described above 
and potentially others from my inspection of the code. 

• Implement improvements to the language definition. 

1.5.1 Milestone 1 

By milestone 1 I will have completed a literature survey and made progress towards improving 
the DJ documentation. 

1.5.2 Milestone 2 

By milestone 2 I will have reached some of the goals set out above and will have a clear picture 
of what can be done in the remaining time. 
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