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Abstract. This research abstract outlines the work I plan to do as my
PhD study. In particular, I propose to devise a practical way of inte-
grating ownership control into existing programming languages in a way
that will help with adoption of ownership in the general programming
community.

1 Introduction

An object is aliased whenever there is more than one pointer referring to that
object [10]. Aliasing can cause a range of difficult problems within object-oriented
programs, because one referring object can change the state of the aliased object,
implicitly affecting all the other referring objects [14,2]. Aliasing is endemic
and unavoidable in object-oriented programming languages, as any assignment
statement may cause an extra alias to be created. To deal with such problems,
object instance encapsulation has been widely studied in literature.

Islands, confinement, and ownership are all essentially forms of object en-
capsulation [13]. All these schemes are attempts to establish an encapsulation
boundary that protects some objects inside the boundary from direct access by
other objects outside that boundary. Where these proposals differ from earlier
programming language encapsulation and module systems is that they restrict
access to objects at runtime: that is, they constrain values of pointers or refer-
ences to objects in object-oriented systems, rather than merely accesses to field
and method names.

My PhD started off with analysing object graphs to estimate the role ob-
ject encapsulation plays in modern real world programming. After conducting
a number of studies using a snapshot query-based debugger developed as part
of my Honours project [15], we were able to demonstrate that object-oriented
programs do in fact exhibit symptoms of encapsulation in practice, and that pro-
posed models of uniqueness, ownership, and confinement can usefully describe
the aliasing structures of object-oriented programs [15,20,16,17].

2 Ownership Generic Java (OGJ)

After reviewing the literature for the work on object instance encapsulation,
two main approaches to dealing with aliasing emerged: significantly modifying



a language to allow ownership support [9,2,7], or enforcing coding conventions
within an existing programming language [6,12,1,3]. Unfortunately, the former
approaches do not take the introduction of generics in modern programming
languages into account [4,11], and the latter add it in an ad-hoc fashion.

Investigating this further, led us to attempt the introduction of ownership
control as an integral part of the already existing generic mechanism in the up-
coming releases of languages such as Java and C#. We found this approach to
work and we developed a compiler extension, called Ownership Generic Java
(OGJ), that supports generics and ownership that we hope will provide a novel
and practical way of making it possible for ownership support in the program-
ming languages to be adopted by programmers [18,19].

Why would we want ownership and generic types combined? Consider for
example a box as a kind of object. In any object-oriented language we are allowed
to say: “this is a box” (meaning any box). In a language with generics, we
are allowed to say: “this is a box of books” (denoting a box of books, but not
containing birds). In a language with ownership parameterisation, we are allowed
to say: “this is my box” or “these are library books”. Combining ownership and
generics naturally allows us to say: “this is my box of library books”, not birds
and not my personal books. Ownership works exceptionally well with genericity,
both in theory, practice, and implementation, as we describe elsewhere [19].

3 Future Work

After setting a good foundation for my PhD work in my first year, I plan to spend
the coming year or more expanding upon OGJ. While we have a complete proof
of OGJ providing confinement, we are still developing a model to support the
proof of the ownership containment invariant which will formally demonstrate
that OGJ supports ownership.

Additional extensions to both formal and practical model developed around
OGJ include support for deep ownership, external uniqueness and possibly more
[5,8,3,6].

After the development of the formal and practical side of OGJ is completed,
whether with a successful support for the extensions planned or with a demon-
stration that generics are not sufficient without major changes to a programming
language to fit these schemes, we plan to go back to using our snapshot query-
based debugger. We plan to conduct a second extensive study of a corpus of
heap snapshots, now with programs developed using OGJ to see if our changes
did make it possible for aliasing to be controlled. It would require development
of a number of large programs using OGJ, which we may acheive by offerring
OGJ to programmers willing to integrate it into their projects. Due to backwards
compatibility of OGJ syntax (in fact - its syntax is exactly the same as Generic
Java, this is one of the major advantages of our approach), we don’t expect this
to cause much disruptions to the coding tasks facing the developers.
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